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Abstract Wireless sensor networks (WSN) are deployed to detect, monitor and track
environmental phenomena such as toxic clouds or dense areas of air pollution in an
urban environment. Most phenomena are often modeled as 2D objects (e.g., a fire
region based on the temperature sensor readings). People model the objects by their
properties, and like to know how the properties change over time. This paper presents
a distributed algorithm, which uses deformable curves to track the spatiotemporal
changes of 2D objects. In order to save the constrained resources in WSN, our dis-
tributed algorithm only allows neighboring nodes to exchange messages to maintain
the curve structures. In addition, our algorithm can also support tracking of multi-
ple objects. Based on the in-network tracking of deformable 2D curves, we show
that many spatiotemporal properties can be extracted by the in-network aggregation.
Our experimental results have confirmed that our approach is resource-efficient with
regard to the in-network communication and on-board computation.
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Fig. 1 Detecting object &
boundary by WSN

1 Introduction

Wireless sensor networks (WSN) are used to observe environmental phenomena.
Many queries about the environmental phenomena are spatiotemporal in nature [29].
For instance, a WSN can be deployed to generate early alarms about wildfires by
using heat-resistent sensor nodes [2]. Sensor nodes can collect sensor readings about
the wildfires and help us to model the wildfires from different angles. The first one is
the field-based model in which a wildfire is a field mapping from the geo-space to an
attribute domain [7]. Each sensor node provides real-time readings at the location of
node. Based on all sensor readings, a dynamic field map about the underlying phe-
nomena can be generated [13, 32]. The constrained nature of WSN, however, limits
the application of field-based models in WSN. From the second angle, users often
abstract objects from the phenomenon fields (i.e., as 2D objects with spatiotemporal
properties). A 2D object covers a spatial region and changes its shape and location
over time. This type of models is known as object-based models. For example, peo-
ple name wildfires and track them. The abstract spatiotemporal properties, such as
the area, location, and topology information, are useful for users to reason about the
evolution of 2D objects.

The first step to implement an object-based model in WSNs is to identify objects.
This issue is similar to tracking moving objects by WSNs [24], but we cannot attach
a hardware identification device, such as RFID [28], to an abstract object. One way
to identity a 2D object is to find the object’s boundary based on user defined thresh-
olds [30]. Figure 1 illustrates an example. Sensor nodes can exchange sensor readings
among neighboring nodes to find local boundary detection results [3, 6, 15, 20]. Since
sensor nodes are discretely distributed, local boundary reports represent points around
the object boundary, such as the red and black dots in Fig. 1. The point boundary re-
ports can be simplified as the inner boundary reports (e.g., the black dots in Fig. 1) or
the outer boundary reports (e.g., the red dots in Fig. 1). The point boundary reports
can provide simple snapshots about the object boundary. In the next step, a WSN
can link boundary points and return the geometric representation about the 2D ob-
jects [25, 34, 37]. Based on the geometric shape (usually polygons), users can define
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an object through the shape and location (e.g., the Witch fire from the Witch Creek
Canyon or an Island shape [36]).

WSNs work in a dynamic way. They continuously sense and produce information.
Therefore, the next logical step which is also the focus of this paper is using a WSN
to track particular 2D objects. In this step, a WSN uses geometric shapes to track
2D objects. The tracking shape should be deformable to adapt to the object shape
changes. Through tracking 2D objects, a WSN is able to directly provide abstract
spatial and spatiotemporal properties about the objects. This paper presents an effi-
cient tracking algorithm for WSNs. We use a closed curve to represent a 2D object,
and allow the closed curve to deform and optimize its shape and location to track the
2D object. In addition, our tracking algorithm can also track multiple objects, and
adapt the tracking curves to the topology changes caused by the interaction among
objects (i.e., splitting and merging). In our algorithm, messages are exchanged lo-
cally to maintain the tracking curve. By tracking deformable curves, a network can
produce spatiotemporal properties about a 2D object by the aggregated information.
In this way, many abstract information and queries can be processed within WSN.
The centralized collection of objects’ geometric information is not necessary for our
approach, whereas most related work simply transmit the geometric information to
a central station. Therefore, we expect our approach can save precious resources for
WSN. We have implemented our approach in TinyOS [22], and used TOSSIM [22]
to evaluate our implementation. The experimental results have confirmed that our
algorithm is resource efficient to WSNs.

The remainder of this paper is organized as follows. Section 2 presents the pre-
liminary to abstract 2D objects based on individual sensor readings, and the model
of deformable curves. In Sect. 3, we present our revised deformable curve model for
the constrained WSN. In Sect. 4, we present a resource efficient way to extend the
deformable curve model to track multiple objects. Section 5 provides the detailed
tracking algorithm and a discussion on our algorithm. Based on the distributed track-
ing of deformable curves, Sect. 6 explains how to produce abstract spatiotemporal
properties through the aggregated information. Section 7 presents and analyzes our
experimental results. We explore the related work in Sect. 8, draw our conclusion and
discuss the future work in Sect. 9.

2 Preliminary

This paper mainly focuses on tracking 2D objects. We use a closed curve (or a set of
closed curves) to represent the shape of 2D object. This section presents the prelimi-
naries for detecting and tracking 2D objects in WSN.

2.1 Sensor reading, 2D object and boundary

In this paper, we model the world as a 2D space, R
2. si is used to identify a sensor

node and also its spatial location. We define the immediate neighboring nodes of
sensor node, si , as a node set,

N(si) : {sj |sj AND si can directly communicate}. (1)
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Note here, si ∈ N(si), which is defined for our convenience to describe the algorithms
in Sect. 3.

Based on the sensor readings, sensor nodes measure an underlying phenomenon.
In practice, sensor nodes collect local sensor readings at a user defined sampling rate.
The time unit, therefore, is represented as integer values here. A phenomenon is a
spatial scalar field that represents the variation of a scalar property over the 2D space
[7]. We use Y(p, t) to indicate the sensor reading at the location p at the time t . t + 1
indicates the next time when sensors collect new samples. We use a simple definition
for the local object detection results by thresholding sensor readings.

O(p, t) =
{

1, if Y(p, t) ≥ T ;
0, else.

(2)

Based on the given threshold value, T , (2) provides a simple but useful model to de-
rive local object detection results. For example, if Y() presents the temperature field,
we can use O() based on T = 200°C to define the region of a fire. By exchanging the
local sensor readings or object detection results, a sensor node is able to measure the
object boundary that separates the object region from the non-object region.

B(si , t) =

⎧⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎩

1, if O(si , t) = 1 AND
∃sj ∈ N(si), O(sj , t) = 0;

1, if O(si , t) = 1 AND
si is on the network boundary;

0, else.

(3)

Due to the constrained communication range, the number of immediate neighboring
nodes of a sensor node, |N(si)|, is usually limited. As defined in (3), B() is a useful
binary function for the local boundary detection. If |N(si)| is large, (3) need be revised
to increase the boundary detection quality [30]. If sensors are affected by noise, both
(2) and (3) can be extended to a real number function that presents the local boundary
or object certainty [3, 6, 15, 20]. In the physical world, the boundary of a 2D object
must be closed. A WSN, however, may only cover a subregion of a 2D object. Thus,
the network boundary has to be considered as shown by Fig. 1 and (3).

Since sensor nodes are discretely located, boundary reports from (3) are points
along the object boundary. Linking boundary points into a closed curve can better
assist people to understand the spatial properties about a 2D object. To extract spa-
tiotemporal properties of 2D objects, we need to track 2D objects over time. Next,
we need to explain how to track 2D objects by using closed curves.

2.2 SNAKE model

We use {V t ,Et } to indicate a closed curve representing the object boundary at time t .

V t = {
vt

1, v
t
2, . . . , v

t
n

}
, (4a)

Et =
{−−→
vt

1v
t
2,

−−→
vt

2v
t
3, . . . ,

−−−−→
vt
n−1v

t
n,

−−→
vt
nv

t
1

}
. (4b)
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Fig. 2 Example of deformable
2D object tracking

A closed curve consists of n vertices and n edges. The vertices are 2D points (i.e.,
vt
i = (xt

i , y
t
i )). The curve is a closed curve, as indicated by (4b). {V t ,Et } is assumed

to represent a simple curve (i.e., the curve does not cross itself). The edges in Et

are directed, as illustrated by (4b). We also assume that a WSN can correctly detect
the object boundary. In short, compared to the resolution of spatial distribution of
sensor nodes, we assume a 2D object needs to be large enough. Due to the monitoring
granularity, the boundary of a small 2D object may not be detected. Since the vertices
in V t are sufficient to describe the edges in Et , as shown by (4b) and (4a), we will
use V t to represent the closed curve in the following parts of this paper. Therefore,
we use V 0 to indicate the initial boundary geometry. We allow vertices to “move”
in order to adapt the boundary geometry to the underlying object, as illustrated by
Fig. 2.

leftVertex(vt
i ) =

{
vt
n, if i = 1,

vt
i−1, else,

(5)

rightVertex(vt
i ) =

{
vt

1, if i = n,

vt
i+1, else.

(6)

For a vertex vt
i , we name vt

i+1 as the immediate right neighboring vertex of vt
i ;

vt
i−1 is the immediate left neighbor, by facing the interior region at vt

i . As shown by
(5) and (6), the only exception is that vt

1 is the immediate right vertex of vt
n; vt

n is the
immediate left vertex of vt

1. The directed edge connecting vt
i and rightVertex(vt

i ) is
the right edge of vt

i , while the directed edge from leftVertex(vt
i ) to vt

i is the left edge
of vt

i . vt
i and its immediate left and right neighboring vertices form the local angle

centered at vt
i . For ∠rightVertex(vt

i )v
t
i leftVertex(vt

i ), we define a point p is inside this
angle, if p is located on the right of both the right and left edges of vt

i , as illustrated
by Fig. 3.

In the field of computer vision, the deformable curve model is known as the
SNAKE (or Active Contour) model [18]. Here, a deformable curve is used to approxi-
mate an object boundary (e.g., coast lines in remotely sensed images) by using sparse
points and computing a coarse curve first. Then an energy model is used to adjust
the location and number of vertices. In a way, the deformable curve can be treated
as a rubber band around a “solid” object. We can use the rubber band to represent the
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Fig. 3 Topological relationship
based on local angle

object’s boundary. The adjustment of the deformable curve is based on basic physical
rules. When the rubber band is stabilized under different physical forces, the overall
elastic energy is minimal. As shown by Fig. 2, the vertices should be able to “move”
over time under the influence of different “forces”, and therefore deform the shape
of the closed curve. At time t , the placement of V t needs to minimize the “elastic”
energy, E, as,

E = αEten + βEcur + γEext. (7)

Equation (7) describes the requirements for a curve to represent an object boundary.
Eten in the first term of (7) is the first order continuity constraint. This term can be
viewed as the tension along the rubber band. If the rubber band is stabilized, the ten-
sion should be equal along the band. In other words, the vertices need to be evenly
distributed along the boundary, which is controlled by Eten. Ecur in (7) is the sec-
ond order continuity constraint, and indicates the deformable curve’s curvature. Ecur
controls the smoothness of deformable curve. Eten and Ecur are also called internal
forces, which model the geometric information about the deformable curve. Given
only Eten and Ecur , a deformable curve cannot represent a concave shape well. Eext,
which is known as the external force or edge strength, provides another force to at-
tach a deformable curve well to a 2D object of arbitrary shape. α, β and γ are relative
weights of each force model, and describe the importance of different forces to the
final shape and location of the deformable curve. By applying the SNAKE model
and using deformable curves to represent 2D objects, distributed sensor nodes are
able to adjust nearby vertices without knowing the global detailed shape of the de-
formable curve. Since the vertex movement is only influenced by different forces, we
need to find appropriate force models, which can be efficiently implemented in the
constrained WSN.

3 In-network tracking of deformable curve

Under the constraints of WSN, sensor nodes should minimize the communication
consumption to maintain the deformable curve structure. In this section, we demon-
strate that our revised SNAKE model achieves this design goal.

3.1 Revised SNAKE model

To use the deformable curve model in WSNs, we constrain that a vertex, vt
i , can only

move to the location of sensor nodes. We call a sensor node, si , a vertex node at
time t , if a vertex vt

j is at the location of si (i.e., vt
j = si ). To implement the track-

ing algorithm, appropriate force models must be resource friendly. In our proposed
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approach, a node locally detects three states, whether the node is located within the
object (sensed value above a user threshold), outside an object (value below the user-
defined threshold), or on the boundary based on the values of its neighboring nodes.

First, we need to find neighboring boundary nodes, NB(), defined as,

NB(si , t) : {sj | sj can communicate with si directly AND
sj detects the object boundary at t}. (8)

As indicated by (8), NB(si , t) is the set of si ’s neighboring nodes that detect the object
boundary at time t . For simplicity, NB(si , t) may contain si , if si detects the bound-
ary. Sensor nodes are able to prepare local object status and local object boundary
status. Sensor nodes only exchange local boundary detection results among immedi-
ate neighbors to generate NB().

External force models for image processing are an active research area. Most avail-
able models, however, are expensive to the constrained WSN. For example, gradient
vectors can be used as the external force which provides directions towards the 2D
object’s boundary [35]. Generating the gradient vectors, however, requires several it-
erations of messages exchanged among sensor nodes (not just among vertex nodes),
which is expensive.

In our revised SNAKE-based approach, Eext uses the local boundary detection re-
sults provided by NB(). Based merely on NB(), however, an external force may not
work well when a vertex node cannot find the boundary report among its immediate
neighbors. In the balloon model [4], the proposed Eext contains an outward pressure.
By applying the outward pressure, a deformable curve behaves like an inflating bal-
loon to expand itself to represent the object boundary. The balloon model works fine
only if the deformable curve is contained within the real object boundary. We need
the deformable curve to be able to also “deflate”. To better track the object boundary
and save the communication cost, we define our external force model as follows.

Eext(si , t) =

⎧⎪⎪⎪⎪⎪⎪⎨
⎪⎪⎪⎪⎪⎪⎩

NB(si , t), if NB(si , t) �= ∅;

{sj |sj ∈ N(si) AND if NB(si , t) = ∅

sj is inside the curve}, AND O(si , t) = 1;

{sj |sj ∈ N(si) AND sj if NB(si , t) = ∅

is not inside the curve}, AND O(si , t) = 0.

(9)

As shown by (9), the proposed external force, Eext, only requires message ex-
change among neighboring nodes. If some neighboring nodes detect the object
boundary, Eext allows the vertex to move onto anyone among them. Note here, a
vertex may not need to move, if the vertex node at t − 1 detects the boundary at t .

In some situations, a vertex node may lose track of the object boundary (e.g., when
a 2D object moves fast), and none of its immediate neighbors detect the object bound-
ary. Its local object detection result and the curve’s topology information, however,
provide useful information to adapt the curve shape correctly. If a vertex node de-
tects that it is not located within the object and cannot find the object boundary in the
neighboring region, the node must be located in the exterior region of the object. In
this case, the deformable curve needs to “deflate” locally, as shown by Fig. 4(a). The
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Fig. 4 External forces when
NB() = ∅

neighboring nodes located in the interior region of the closed curve are the candidate
locations for the vertex. As illustrated by Fig. 4(b), if a vertex node detects that it is
located inside of the object and finds no boundary in its nearby region, the deformable
curve “inflates” locally. The neighboring nodes located in the exterior region of the
closed curve are the candidate locations for the vertex. Vertices can eventually find
the object boundary by using the proposed Eext. Although our Eext is light-weighted,
our model flexibly adapts the deformable curve to track the underlying 2D object.

Equation (9) provides several candidate locations for a vertex node to move to.
A vertex can only move to one location among the candidate locations. To calculate
the energy weight among the candidate locations, we revise (7) as,

E = αEten + βEcur. (7′)

Based on (7′), a vertex moves to the location with the minimal energy weight among
the candidate locations given by (9).

The internal forces need to be resource efficient as well. A general model for Eten
is defined by,

dt−1 − ∣∣vt
i − vt

i+1

∣∣ ,
where dt−1 indicates the average length of edges,

dt−1 = 1

n

∑
i=1

n
∣∣vt−1

i − vt−1
i+1

∣∣.

This model requires updating the average edge length, dt−1, among all vertex nodes
if V t changes. Perrin et al. proposed a new Eten model for detecting object bound-
aries in digital images [31]. Perrin et al. showed that their Eten model constrains the
vertices to be evenly dispersed along the curve. So their Eten model is ideal for our
tracking quality requirements. We slightly modify their Eten model. Our Eten model
is resource-efficient and only requires message exchange among consecutive vertex
nodes, as defined by,

Eten = Var
(∣∣vt+1

i − vt
i−1

∣∣, ∣∣vt+1
i − vt

i+1

∣∣). (10)

For a candidate location, vt+1
i , of vt

i , Var() measures the variance of the lengths of
two consecutive edges, |vt+1

i − vt
i−1| and |vt+1

i − vt
i+1|. When the two edges are

equal length, Eten is zero. To minimize Eten, the vertices need to be located at equal
intervals along the curve.
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Fig. 5 Examples of dynamic adding and folding

When the 2D object expands and shrinks, the deformable curve, like the rubber
band, should expand and shrink simultaneously. The parameter Dsplit controls the
number of vertices when the curve deforms.⎧⎪⎨

⎪⎩
|vt

i+1 − vt
i | ≤ Dsplit, No change;

|vt
i+1 − vt

i | > Dsplit, Add a vertex between
vt
i and vt

i+1.
(11)

When the distance between vt
i and vt

i+1 is larger than Dsplit, a new vertex is added
between vt

i and vt
i+1. As illustrated by Fig. 5(a), to ensure the even vertex spacing,

the new vertex is placed at
(

xt
i + xt

i+1

2
,
yt
i + yt

i+1

2

)
. (12)

Dsplit ensures the largest disparity in the vertex spacing, and influences the tracking
quality of the deformable curve. When the deformable curve shrinks, multiple ver-
tices may move to a single sensor node. Some vertices moving onto a single node are
consecutive neighbors, and can be folded into a single vertex, as shown by Fig. 5(b).
A more complex case will be explained in Sect. 4.

Ecur controls the curve’s smoothness. We use the value of the inner angle to repre-
sent Ecur . The second order curvature can be used to represent the smoothness, which
minimizes the angle variation of three consecutive angles [31]. In short, the second
order curvature model requires that the three consecutive angles are similar. To find
the curvature value of the next location, p, for v1

3 in Fig. 6(b), the second order cur-
vature model needs to know the value of three internal angles, ∠pv1

2v1
1 , ∠v1

4pv1
2 and

∠v1
5v1

4p. The second order curvature needs a vertex location to be updated among
five consecutive vertices, which is expensive in communication. In Fig. 6(b), the up-
dated location of v1

3 should be sent to v1
1 , v1

2 , v1
4 and v1

5 . To save the energy and
communication cost, we choose the first order curvature defined as,

Ecur = Var
(
π,∠vt

i+1v
t+1
i vt

i−1

)
. (13)

As indicated by (13) and illustrated by Fig. 6(a), the first order curvature model is
biased towards straight lines. The first order curvature requires a vertex update to be
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Fig. 6 Curvature models

exchanged only among three consecutive vertex nodes. For example, in Fig. 6(a), the
updated location of v1

3 should only be sent to v1
2 and v1

4 . Our experiments showed that
the first and second order curvature models have almost the same tracking quality.
One possible explanation is that Ecur dominates the final curve shape only when
Dsplit is large. Similarly along a rubber band, a local bend only affects a nearby area.

The revised Eext, Eten and Ecur models are light-weighted, and need message
exchange among neighboring nodes only. Based on the revised Eext, Eten and Ecur
models, a WSN efficiently “moves” vertices and therefore tracks the underlying 2D
objects. We also need to consider the topology changes when multiple 2D objects
interact, which will be explained by the next section.

4 Tracking of multiple objects

When multiple 2D objects change their shapes and locations in space, basically
two types of topological changes (i.e., splitting and merging) are involved [14]. De-
formable curves representing 2D objects consequently should adapt their shapes to
the topological changes. The original SNAKE model is too rigid to do so, since
the connected edges are unbreakable. A flexible model is necessary for deformable
curves to adapt to the topological changes. Note here, we do not consider the dimen-
sional changes in this paper. In other words, we assume that the remaining objects
after the splitting or merging changes need to be large enough for a WSN to correctly
detect the boundary and treat them as 2D objects.

4.1 Breaking and reconnecting edges

Today, several revised SNAKE models have been proposed to use breakable curves
to track 2D objects [21, 27]. Most models are based on a centralized infrastructure,
which is not suitable for the constrained WSN. In the T-Snake approach [27], the
space is partitioned into non-overlapping triangles. In a triangle cell, nonconsecutive
edges need to be removed and replaced by a single edge. The T-Snake approach,
however, faces the ambiguity caused by different triangulation patterns. In Fig. 7,
the solid lines indicate the edge of deformable curves; the dotted lines represent the
triangulation partition. The edges in Fig. 7(a) are identical to the edges in Fig. 7(b).
Due to the different triangulation patterns, the edges in Fig. 7(a) need to be removed,
whereas the same edges in Fig. 7(a) can be kept. A global uniform triangulation
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Fig. 7 Ambiguity caused by
different triangulation patterns

Fig. 8 Ambiguity when two 2D
objects touches at a single point

pattern is necessary for the T-Snake approach. Finding the global triangulation pattern
in the constrained WSN, however, has to consume additional resources, especially if
sensor nodes are unevenly distributed or nodes are mobile [12, 32].

One observation is that any 2D object can be represented by a set of simple closed
curves. A 2D object can contain holes. A hole can also be represented by a simple
closed curve. Nonconsecutive edges in a simple closed curve cannot intersect, overlap
or touch with each other. Purely based on the geometric shape of deformable curves,
our model focuses on converting non-simple curves into simple curves.

Two 2D objects can touch at a single point. If we try to reconnect the edges linked
to the same point, we shall face an ambiguity. The reconnected edges simultaneously
can indicate a 2D object is splitting, as illustrated by Fig. 8. To better adapt the de-
formable curves to the topological changes, our model is based on the detection and
removal of overlapping and intersecting edges.

The original SNAKE model is based on physical laws. It is intuitive to explain our
model by the example of soap bubbles. When two soap bubbles are merging, some
parts of the bubble walls from two bubbles overlap first. Then the overlapping bubble
walls break, and two bubbles become a single bubble. Figure 9 shows a zoom-in pic-
ture of Fig. 10(b). Let us consider one end-point of the overlapping edges in Fig. 9.
The end-point is actually covered by two different vertices that were previously lo-
cated at different points but moved onto the same point. By removing the overlapping
edges, we get two open curves. One of the vertices on the same point then has the
right edge removed; another one has the left edge removed. The two vertices are lo-
cally reconnected and merge into a single vertex. The merged vertex now has the left
and right edges from remaining edges of the previous two vertices. In this way, two
open curves are reconnected into a single closed curve.

When a bubble is splitting, a part of the bubble wall overlaps another part from
the same bubble, as illustrated by Fig. 10(a). This can also be represented by Fig. 9.
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Fig. 9 Removing and
reconnecting edges

Fig. 10 Example of splitting
and merging

The only difference is that the edge direction is reversed, and the interior and exterior
regions are reversed. An interesting observation from Fig. 9 is that the detection of
overlapping edges can be done locally on distributed nodes.
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Fig. 11 Removing and
reconnecting intersecting edges

Due to the discrete distribution of sensor nodes, the vertex movement cannot be
continuous. In some cases (e.g., uneven node distribution), edges may intersect with
each other. Since the closed curves are simple, the intersecting edges need to be re-
moved. We get open curves after removing the intersecting edges. As explained by
Fig. 11, those vertices located on the non-boundary region should be removed, when
the edge intersection occurs. For a pair of removed intersecting edges, two vertices
(one without left neighbor, another one without right neighbor) may remain. A new
edge, therefore, should be added here to reconnect the open curves, as shown by
Fig. 11. The two vertices on the open curves consequently are consecutive vertex
neighbors. As explained above, Dsplit is the longest edge length. Suppose Rcomm in-
dicates the communication range of wireless radio. Due to the broadcasting nature of
wireless channel, if Dsplit ≤ √

2Rcomm, no additional communication is required to
detect the intersecting edges based on our in-network deformable curve tracking.

5 Algorithms

In the proposed approach, vertex location information is exchanged among neighbor-
ing vertex nodes. When a vertex vt

i is located at a particular sensor node, the sensor
node needs to know the locations of vt

i−1 and vt
i+1. By assuming that the vertices are

facing the exterior region, we use the “LEFT” and “RIGHT” relations to identify the
neighboring vertices. For the vertex node of vt

i , we use two local variables, leftVertex
and rightVertex, to store its left and right neighboring vertices vt

i−1 and vt
i+1. A timer

is used in our implementation to control the sensors and the vertex movement. When
time elapses from t to t + 1, sensors collect new local readings. Afterwards, sensor
nodes exchange local object and boundary detection results. We use GPSR [17] as the
communication protocol, and assume a position service running on the background
[5, 23]. Sensor nodes therefore communicate with each other based on their locations.
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We also assume that the background services handle node failures and communica-
tion failures.

5.1 Pseudo-codes and description

Based on the neighboring boundary detection at time t + 1, a vertex node uses the
location of previous neighboring vertices at time t to calculate the vertex’s next loca-
tion, as shown by Algorithm 1.

After exchanging local boundary detection results, a vertex node finds nearby
nodes, which detect the object boundary. If a neighboring node detects the bound-
ary, the node is a candidate for the vertex’s next location as shown by Algorithm 1.
If the vertex node cannot detect the boundary in the nearby area, the node uses the
local angle’s topology information and its local object detection result to find the next
candidate location. If a vertex node detects neither the object nor the object bound-
ary in the nearby area, the candidate locations are within the interior region defined
by the local angle. If a vertex node detects the object but does not find the object
boundary in the nearby area, the candidate locations are within the exterior region, as
illustrated by Algorithm 1. Among the candidate locations, the location with the min-
imal tension and curvature energy is the next location for the vertex. A designation
message is sent to the sensor node located at the next location. When a sensor node
receives a vertex movement message, the sensor node caches the vertex movement

Algorithm 1 Finding the next location of vt
i

Require: Sensor nodes exchange local object detection, objectDetected, and boundary detection results among immediate
neighboring nodes, NSensors. The neighboring boundary reports are stored into a point array NBReports.

Ensure: vt
i

moves to a node at location vt+1
i

with minimal energy.

1: if NBReports.length �= 0 then
2: CandLocs ⇐ NBReports
3: else
4: for all s ∈ NSensors do
5: if objectDetected = FALSE then
6: if s INSIDE ∠vt

i+1vt
i
vt
i−1 then

7: CandLocs.add(s)

8: end if
9: else
10: if s OUTSIDE ∠vt

i+1vt
i
vt
i−1 then

11: CandLocs.add(s)

12: end if
13: end if
14: end for
15: end if
16: MinE ⇐ +∞
17: r ⇐ vt

i+1
18: l ⇐ vt

i−1
19: for all s ∈ CandLocs do
20: Eten ⇐ Var(|s − l|, |s − r|)
21: Ecur ⇐ Var(π,∠rsl)

22: E ⇐ αEten + βEten
23: if E < MinE then
24: MinE ⇐ E

25: nextLoc ⇐ s

26: end if
27: end for
28: return nextLoc
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into a cached vertex movement array, CVM. An element in CVM contains the vertex’s
previous location, and the vertex’s previous left and right neighboring vertices. Since
multiple vertices may move onto a single node at the same time, Algorithm 2 is used
to fold multiple vertices.

Multiple vertices may move onto the same sensor node. After receiving a vertex
movement message, a sensor node caches the vertex movement into a vertex move-
ment array, VM. An element in VM contains the vertex’s previous location, and the
vertex’s previous left and right neighboring vertices. Some vertices can be folded into
a single vertices (e.g., consecutive left and right neighboring vertices), as illustrated
by Algorithm 2. By comparing the LEFT and RIGHT relationships among vertices,
Algorithm 2 folds consecutive vertices into a single vertex and insert the vertex into
the vertex list, VL. If vertices are not consecutive (e.g., the vertices are from two 2D
objects), VL may contain multiple vertices. Till now, a vertex movement is finished.
The new vertex node then notifies the vertex’s current location to its previous left
and right vertex nodes. The current left and right vertex nodes may get the message
through the previous left and right vertex nodes. The updated location messages are
exchanged only among neighboring vertices through necessary relays. After receiv-
ing the updated location of its neighboring vertices, a vertex node knows the locations
about its current right and left vertices. After the vertex updates are done, a vertex

Algorithm 2 Folding consecutive vertices
Require: A sensor node receives multiple vertex movement messages and caches the messages into cached vertex move-

ment array VM.
Ensure: Folding vertices on the local sensor nodes and prepare the vertices list VL.
1: VL ⇐ VL.init()
2: repeat
3: mostLeft ⇐ VM.getFirst()
4: VM ⇐ VM.remove(mostLeft)
5: repeat
6: toRepeat ⇐ FALSE
7: for all m ∈ VM do
8: if mostLeft.preLeft = m.preLocation then
9: VM ⇐ VM.insert(mostLeft)
10: mostLeft ⇐ m

11: VM ⇐ VM.remove(m)

12: toRepeat = TRUE
13: end if
14: end for
15: until toRepeat = FALSE
16: mostRight ⇐ mostLeft
17: repeat
18: toRepeat ⇐ FALSE
19: for all m ∈ VM do
20: if mostRight.preRight = m.preLocation then
21: mostRight ⇐ m

22: VM ⇐ VM.remove(m)

23: toRepeat = TRUE
24: end if
25: end for
26: until toRepeat = FALSE
27: v ⇐ newVertex()
28: v.preRight ⇐ mostRight.preRight
29: v.currentRight ⇐ null
30: v.preLeft ⇐ mostLeft.preLeft
31: v.currentLeft ⇐ null
32: VL ⇐ VL.insert(v)

33: until VM.length = 0
34: return VL
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Algorithm 3 Adding a vertex
Require: Vertex nodes update their current location to the left and right neighbors.
Ensure: Adding a new vertex operation if the distance between a vertex and its right vertex is larger than Dsplit .

1: if |myLocation − rightVertex| > Dsplit then

2: v.x ⇐ myLocation.x+rightVertex.x
2

3: v.y ⇐ myLocation.y+rightVertex.y
2

4: newVertex ⇐ PositionService.FindNearestNode(v)

5: notifyNewVertexTo(rightVertex)
6: designateNewVertex(newVertex)
7: rightVertex ⇐ newVertex
8: end if

node checks the distance to its right vertex. If the distance is larger than Dsplit, a new
vertex is added in between, as illustrated by Algorithm 3.

The new vertex is the middle point of the local vertex and its right neighboring
vertex. Since sensor nodes are discretely distributed, the nearest sensor node to the
middle point is found through the background position service [5]. As shown by
Algorithm 3, if a new vertex is inserted, the nearby vertex links are updated, and the
new vertex node is notified.

After receiving the updates from neighboring vertices, a sensor node needs to
update the corresponding vertex entry in the vertex list, VL. An element in VL, there-
fore, contains the locations of the vertex’s current right and left neighboring vertices.
Based on the content of VL, a sensor node detects the overlapping edges locally.
After removing overlapping edges, the open curves need to be reconnected. Some
vertices may also be removed accordingly as illustrated by Algorithm 4. If no vertex
is remained (e.g., a vertex has its current right and left neighboring vertices overlap-
ping), the sensor node becomes a non-vertex node. The edge between the local sensor
node and brokenNeighbor indicates the removed overlapping edges. The location of
brokenNeighbor is useful to determine whether the topological change is splitting or
merging. After removing the overlapping edges and reconnecting the open curves,
the remained vertex moves based on the force models afterwards.

In the in-network deformable curve tracking, vertex nodes need to update the cur-
rent vertex locations to neighbors. Vertex nodes can detect the intersecting edges
based on the broadcasting vertex location updates. No additional communication is
required over the deformable curve tracking, if Dsplit ≤ √

2Rcomm. After the pair of
intersecting edges, IE, are detected, the four vertex nodes need to be notified. Some
vertices may need to be removed if the vertices are not located on the object bound-
ary, as illustrated by Algorithm 5. Intersecting edges need to be removed. We need to
re-close the open curves by reconnecting the vertices, as explained by Algorithm 5.
Similar to the brokenNeighbor in Algorithm 4, the location of intersecting edges in
Algorithm 5 also helps to determine the type of this topological change.

5.2 Discussion

We assume the initial curve V 0 is given. The initial curve V 0 can be found by distrib-
uted algorithms [11, 25, 34], or from the distributed detection result based on the dif-
ferent models [36]. For example, the emerging of a 2D object matching a user-defined
shape can provide the initial boundary V 0. Due to the constrained environment, the
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Algorithm 4 Removing overlapping edges and reconnecting open curves
Require: A sensor node folds multiple vertices and has the current neighboring vertices’ locations updated into the

vertices list VL.
Ensure: Removal of overlapping edges and corresponding vertices; reconnecting open curves; reporting the removed

edge.
1: for all v ∈ VL do
2: for all o ∈ VL do
3: if v.currentLeft = o.currentRight then
4: brokenNeighbor ⇐ v.currentLeft
5: v.currentLeft ⇐ null
6: o.currentRight ⇐ null
7: end if
8: end for
9: end for
10: for all v ∈ VL do
11: if v.currentLeft = null AND v.currentRight = null then
12: VL.remove(v)

13: end if
14: end for
15: for all v ∈ VL do
16: for all o ∈ VL do
17: if v.currentLeft = null AND o.currentRight = null then
18: v.currentLeft ⇐ o.currentLeft
19: VL.remove(o)

20: end if
21: end for
22: end for
23: return brokenNeighbor

Algorithm 5 Removing intersecting edges and reconnecting open curves
Require: The intersecting edges have been detected; an IE structure contains the four vertices of the intersecting edges;

consequently, four vertices have been notified about the intersection and run this algorithm.
Ensure: Removal of intersecting edges and corresponding vertices; reconnecting open curves; reporting the removed

edges and vertices.
1: if localBoundaryStatus = false then
2: resignVertex(mySelf )
3: return reportRemovedVertex(myLocation)

4: end if
5: for i = 0 to 1 do
6: if i = 0 then
7: j ⇐ 1
8: else
9: j ⇐ 0
10: end if
11: if myLocation = e[i].leftVertex then
12: rightVertex ⇐ e[j ].rightVertex
13: return reportRemovedEdge(e[i])
14: else if myLocation = e[i].rightVertex then
15: leftVertex ⇐ e[j ].leftVertex
16: return reportRemovedEdge(e[i])
17: end if
18: end for

V 0 shape given by a distributed object detection is usually coarse, such as a simple
rectangle [36]. Our tracking algorithm changes and optimizes the shape and location
of V 0 based on the revised SNAKE model to well attach to the 2D object. In related
approaches, the geometric boundary is collected and reported back to the base sta-
tion periodically. Our tracking algorithm, on the other hand, is able to just report the
incremental changes of object boundary. Particularly, a base station is able to track
the object by using the vertex changes (i.e., the movement, addition and removal of
vertex). The vertex change can also be extended to the spatiotemporal range change.
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In other words, a vertex change is reported back, only if the vertex has moved out
of a predefined range. Furthermore, the tracking of deformable curves can easily be
extended to support the in-network extrapolation of the curves’ future location and
shape. Due to the space limitation, we will leave on these extensions to our future
work.

The proposed tracking algorithm for deformable curves maintains the curves by
localized message exchange. When a vertex moves, the vertex node sends a desig-
nation message to one of its immediate neighbors, and resigns. The new vertex node
reports the updated vertex location to the previous left and right vertex nodes. The
previous left and right vertex nodes may need to relay the update messages to the
vertices’ current locations. Dsplit roughly bounds the geographical range for a vertex
update message to be transmitted. If the curve keeps a constant number of vertices,
the maintenance cost of the tracking algorithm is constant. If the curve expands and
requires more vertices, the maintenance cost increases linearly to the number of ver-
tices.

Dsplit also controls the number of vertices along a closed curve. If Dsplit is large,
fewer vertices are added when a curve deforms. Dsplit is useful to control the quality
of the deformable curve to represent the underlying 2D object. Similar techniques
have also been applied to simplify the curve shape [11]. Compared with reporting
points along the object boundary, the network requires less communication to send
linked vertices, if Dsplit is large. The difference is approximately scaled by Dsplit,
since only the two end vertices of a line with length = Dsplit represents the whole set
of points along the line.

The location of brokenNeighbor is useful to locally judge the type of the topo-
logical change, as explained by Algorithm 4. After removing overlapping edges, a
sensor node forms a new angle, which has the remaining left and right edges as the
new angle’s left and right edges. By comparing Fig. 10(b) and Fig. 10(a), we shall
see that if brokenNeighbor is within the new angle, then the topological change is
a merging event. If brokenNeighbor is outside the angle, a splitting event occurs. In
some cases, a 2D object may partially merge itself. For example, a band is bent into
a ring. Similarly, a ring can be broken into a band. To better solve this issue on how
to efficiently and locally determine the type of the topological change, we may need
to assign unique identifications to 2D objects [9]. For example, a sensor node can
combine the object ID of the removed edge with the topological test result based on
the location of brokenNeighbor to determine if a ring is newly formed. We do not
address this issue in detail, since it is beyond the scope of this paper.

As illustrated by Fig. 9, Algorithm 4 requires no additional communication cost
over the in-network deformable curve tracking. The detection of intersecting edges
may need additional communication cost. If Dsplit is small enough, vertex nodes are
able to detect intersecting edges through the broadcasting vertex location updates.
After intersecting edges are found, the four vertex nodes need to be notified. Algo-
rithm 5 removes the intersecting edges and reconnects the representative curves, as
shown by Fig. 11.

The proposed tracking algorithm does not require a particular network layout, such
as the grid layout. As illustrated by Algorithm 1, a vertex node can pick one neigh-
bor’s location as the vertex’s successive location. The local boundary detection result
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and the location of a neighbor, on the other hand, determine the “elastic energy”, if a
vertex moves to the neighboring node. A vertex node only chooses one neighbor as
the successive location.

A message may get lost during the wireless transmission. The acknowledgement
and retransmission are necessary. This issue, however, is beyond the scope of this pa-
per. We assume that the underlying geo-routing protocols assist the proposed tracking
algorithm to handle communication failures [17, 19]. The death of non-vertex nodes
only affects the number of neighboring location points where a vertex may move
to. The proposed tracking algorithm can still run smoothly, if non-vertex nodes die.
A more serious problem may occur, if a vertex node dies before it correctly resigns
and notifies the resignation to its neighboring vertex nodes. A live vertex node can pe-
riodically notify its neighboring vertex nodes about its current status that may include
its health and location. If a vertex node cannot hear the status message from its neigh-
boring vertex nodes, the node can generate a vertex node failure message and pass
the message along the deformable curve. The deformable curve, consequently, can
be terminated. A distributed boundary geometry formation algorithm may be called
again to regenerate the representative curve [11, 25, 34]. Our tracking algorithm can
be called again afterwards. The proposed tracking algorithm also requires a synchro-
nization service to synchronize nodes [8]. Due to the space limitation, however, we
cannot discuss these issues in detail.

Based on the algorithms described in this section, a WSN is able to track 2D ob-
jects separately and their interactions in network. A WSN can update the deformable
curves to users and let users to get the spatiotemporal properties from the geomet-
ric information. The deformable curve tracking algorithm provides more than just the
snapshot results about representative curves. Based on the deformable curves, a WSN
is able to directly extract abstract spatiotemporal properties of 2D objects without re-
turning users the detailed geometric information about the representative curves.

6 Aggregated abstract information

As explained by A. Galton, several abstract spatiotemporal properties are useful for
cognition, linguistics and reasoning [10]. In daily life, people can describe and ex-
change information about 2D objects by abstract spatial and spatiotemporal infor-
mation without any graphical aid. In Sect. 4, we have explained how to adapt the
representative curves to the topological changes involved by the interaction between
multiple objects. In [16], we have shown how to use the aggregation over deformable
curves to extract the several spatial and spatiotemporal properties about 2D objects.
By using these aggregation operations, an SDMS is able to answer many useful spa-
tial and spatiotemporal queries without reporting the detailed geometric representa-
tion about 2D objects. Therefore, communication resources can be saved.

For instance, the area of a 2D object can be aggregated based on (14).

At = 1

2

n∑
i=1

(
xt
i y

t
i+1 − xt

i+1y
t
i

)
. (14)
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In this aggregation, a vertex node prepares its local partial results based on its location
and its right neighboring vertex. The area about the region covered by a 2D object
curve can be computed through the in-network aggregation [26].

At+1 − At =
n∑

i=1

(
DA1t+1

i + DA2t+1
i

)
, (15)

where
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The in-network aggregation has been shown to be an efficient paradigm to process
sensor data in wireless networks. To further improve the processing efficiency, the
report suppression can be used [33]. We find that many real-time queries about ab-
stract properties can be answered by using the temporal changes in these properties.
For example, the area change as indicated by (15) can be used to answer area queries.
A local vertex node prepares the local area change based on the nearby vertices’ lo-
cations. The local area change values, DA1t+1

i and DA2t+1
i , are signed scalars, as

indicated by (16a) and (16b). By using (15), a vertex node is able to suppress local
partial aggregation reports. For example, if the local area change is zero, a vertex
node can suppress the local report to its parent node.

The in-network aggregation approach can easily be extended to other spatial
properties and the corresponding spatiotemporal property changes, such as Minimal
Bounding Rectangle (MBR), perimeter, centroid. In next section, the experimental
results will show the efficiency of our approach.

7 Experimental evaluation

We implemented our distributed deformable curve tracking algorithms in TinyOS
[22], and used CLDP [19] which is an enhanced TinyOS implementation of GPSR
as the routing protocol. We run our codes in TOSSIM [22], and set the simulated
environment as follows. The network was in a grid layout. In the network, 169 sen-
sor nodes were distributed evenly in a 100 × 100 2D space at the interval of 8. The
root node was located at (2,2), and connected to a base station. The wireless ra-
dio range was 10, which allowed a sensor node to directly communicate with up to
four neighbors within the range. The weights α and β were equal to 1. Sensor nodes
collected sensor readings based on four 100 × 100 video clips. Each sensor node col-
lected sensor readings from the corresponding pixel values in the video clips based on
the node’s location. The video clips simulated both simple and complex 2D objects,
including convex objects, concave objects and objects with hole. The communica-
tion cost is based on the number of packets including the packets used for multi-hop
routing. We ran each test multiple times and measured the average cost to compare
different approaches. Table 1 summarizes the parameter settings in our experiments.
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Table 1 Parameter settings
Parameter Value Parameter Value

Network Layout Grid Network size 169

Node Interval 8 Radio Range 10

α 1 β 1

Root location (2,2)

In the first set of tests, we focus on tracking single simple 2D object. To control the
curve tracking quality, Dsplit was set to 18. Two video clips containing two different
objects were used. The initial shapes of both objects were a solid circle with radius =
25. The initial curves were both an inscribed regular octagon of the circle. The object
1 started with center = (35,35), and moved x + 4, y + 4 in each frame while kept
the size constant. The object 2 started with center = (50,50), and enlarged radius +
4 in each frame while kept the center unchanged. A video frame was updated to
TOSSIM in every 700 seconds. Sensor nodes were woken up in every 350 seconds
to collect updated sensor readings, detect objects and boundaries, and deform the
tracking curves. A sensor node took a sensor reading as the corresponding pixel value
in the concurrent video frame based on the node’s location.

We implemented the first order and second order curvature models in our exper-
iments. The two curvature models preformed almost same in the tracking quality,
since we set Dsplit to a small value. The first order curvature model prefers the local
angle to be π , while the second order curvature model constrains local three con-
secutive angles to be similar. The first order curvature model requires the location
update of a vertex to be exchanged among three neighboring vertex nodes. The sec-
ond order model needs to exchange a vertex location update message among five
consecutive vertex nodes to update the three angles’ values. The second order model
also needs more communication resources to send the folding vertices and adding
vertex notifications. Figure 12 shows the average maintenance costs of the first and
second curvature models from our tests. The first order curvature model consumes as
around 36% maintenance communication cost as required by the second order curva-
ture model. Since the first order curvature model requires less maintenance cost and
shows no difference in the tracking quality, we did the following tests only based on
the first order curvature model.

We compared the communication cost of tracking deformable curves against the
cost of reporting boundary points. Figure 13 illustrates the average communication
costs from our tests. To track both objects, reporting the points around the object
boundary is the most expensive. Reporting linked vertices required less resource than
the point boundary reports did. Similar communication costs can be observed in re-
lated approaches which report geometric representation of object boundary [6]. As
we expected, the difference between the two types of communication costs was ap-
proximately scaled by Dsplit. The ratios of reporting linked vertices against boundary
points to track the two objects were both around 0.6. Combined the communication to
maintain the deformable curves, the total communication cost of tracking deformable
curves was still less than the cost of reporting boundary points. We also collected the
communication messages to just report the vertex changes (i.e., the movement, ad-
dition and removal of vertex). To report the incremental change of object boundary,

Author's personal copy



24 Distrib Parallel Databases (2011) 29: 3–30

Fig. 12 Maintenance cost

Fig. 13 Communication cost

over 70% communication can be saved. Even combined with the maintenance cost,
the total communication cost of reporting the incremental boundary change was less
than the cost of reporting the whole geometric boundary periodically. Tracking de-
formable curves supports extracting abstract spatiotemporal properties about objects.
We implemented the aggregation operations to extract the area and centroid of 2D
objects. As shown in Fig. 13, processing the aggregated information consumed much
less communication resources than reporting boundary points or linked vertices did,
while these aggregated abstract spatiotemporal properties are able to assist people to
understand the underlying phenomena without using any geometric representation.
We also implemented the area change and centroid change operations to test lossless
suppression and further improve the aggregation efficiency. In short, if the local par-
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Fig. 14 Communication rates

tial aggregated area change or centroid change is zero, a sensor node suppresses the
local partial result to be further transmitted to its parent node. As shown in Fig. 13,
the suppressed aggregation operations consumed as around 40% communication cost
as required by the unsuppressed aggregation operations. This result proves the effec-
tiveness of suppression, and shows the future direction to combine other suppression
technologies with our approaches [33].

Another interesting test is the comparison of communication rates over time. Fig-
ure 14 shows the results from two tests. The object 1 moved and kept the area con-
stant while the object 2 increased its area and kept the center still. As illustrated
by Fig. 14(a), to track the object 1, the maintenance cost rate remained constant.
The communication cost rate to maintain the deformable curve for the object 2 in-
creased since more vertices were added to track the enlarged region, as shown by
Fig. 14(a). Figure 14(b) explains that more communication resource was required
to report boundary points of both objects while time elapsed. The object 1 required
the same number of points to represent the boundary. While the object 1 moved fur-
ther away from the root node’s location, the boundary points required more hops
to be relayed back to the root node. The object 2 needed more points to represent
the boundary while the area was enlarged. More communication resources were in
need to report the increasing number of points along the boundary of object 2. Other
types of communication messages for linked vertices and the aggregated information
showed similar results as presented in Fig. 14(b).

In the second set of tests, we used additional video clips as the underlying phe-
nomenon to test the interactions among multiple objects. These video clips contained
multiple 2D objects. The shape of these objects are complex. Convex objects, con-
cave objects and objects with hole were all simulated. Each frame was a snapshot of
these objects. A video frame was updated to TOSSIM in every 600 seconds. Sensor
nodes were woken up in every 200 seconds to collect updated sensor readings, detect
objects and boundaries, deform the tracking curves, and adapt curves to the topologi-
cal changes. Dsplit was set to 15 for these tests. The experimental results have shown
that our tracking algorithm is able to successfully track these complex objects, and
adapt the curves to track multiple objects.

The first video contained a single 2D object located at the network center initially.
Afterwards, the 2D object split into two objects. The two 2D objects started moving
towards two opposite corners of the 100 × 100 space. Later on, the two 2D objects
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Fig. 15 Test results on splitting and merging

moved back to the center and merged into a single object. Figure 15 illustrates a se-
ries of snapshots of the tracking curves and underlying 2D objects. In Fig. 15, the
gray region indicates the region covered by underlying 2D objects. The small blue
circles represent the location of sensor nodes. The red circles indicate the sensor
nodes which detected the object boundary. The small squares represent the vertices
on deformable tracking curves. The black lines indicate the edges of the deformable
curves at the current time slot, while the gray lines are the edges of the deformable
curves at the previous time slot. The dotted gray lines represent the vertex movement.
Figures 15(a), 15(b) and 15(c) show the sequence of the splitting event. As shown in
Fig. 15(b), the sensor nodes can detect the overlapping edges locally. By removing
the overlapping edges and reconnecting the open curves, sensor nodes can locally
adapt the deformable curves into two closed curves as illustrated by Fig. 15(c). The
sequence of the merging event is explained by Figs. 15(d), 15(e) and 15(f). Similar
to Fig. 15(b), when the two 2D objects were merging together, some edges in the
two closed curves overlapped together as shown by Fig. 15(e). The removal of over-
lapping edges can allow sensor nodes to locally adapt the deformable curves into a
single closed curve, as explained by Fig. 15(f).

We used the second video to illustrate the development of a hole. The video used
for the second test began with a single 2D object located at a corner in the network.
Afterwards, the 2D object grew two arms both horizontally and vertically. The two
arms merged at the opposite corner, which resulted in a hole inside the 2D object.
Figures 16(a), 16(b) and 16(c) show the sequence of how the two arms merged. Sim-
ilar to Fig. 15(e), the edges of two arms overlapped partially as illustrated by 16(b).
By removing the overlapping edges and reconnecting open curves, sensor nodes can
adapt the deformable curves locally to represent the ring shape of the 2D object as
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Fig. 16 Test results on a hole development

shown by Fig. 16(c). After the establishment of the inner hole, the ring started break-
ing at one corner. The breaking sequence is illustrated by Figs. 16(d), 16(e) and 16(f).
Again, sensor nodes can locally detect the overlapping edges as shown by Fig. 16(e).
Through removing the overlapping edges, the deformable curve can adapt its shape
locally to the shape of underlying 2D object as illustrated by Fig. 16(f).

8 Related work

The database community treats a WSN as a distributed sensor database system which
observes the physical world in real time and answers queries about the world si-
multaneously. Studies in sensor databases started to support complex queries with
aggregation queries. TAG is a framework for aggregation query processing [26]. In
TAG, sensor nodes communicate with each other in a tree structure. A sensor node
prepares its local readings, and aggregates the local readings with the partial results
from its children into a new local partial result. A partial result is usually kept in a
constant sized message. The aggregated information is processed from the bottom
leaf nodes to the top root node. The root node is able to provide the final aggregation
results about the whole network.

A WSN can identify objects based on user defined thresholds [3, 6, 15, 20, 30].
To estimate the local object boundary, sensor readings are usually exchanged and
processed in a neighboring region based on a statistical model. The point object
boundary reports can be linked into curves in WSN. The boundary gradient infor-
mation can be used to link the points. Suppose the Voronoi diagram based on sensor
node location is available. By comparing the neighboring nodes’ local object and
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object boundary estimation results, a sensor node can find the direction of how the
object boundary goes across the local Voronoi cell [25]. In this way, a local boundary
point can be extended to a directed line. By connecting the partial boundary lines, a
WSN can find the closed curves to represent 2D objects. Similar work has also been
applied in the grid layout [34]. The skeleton structure can also be used to link the
boundary points. To find a skeleton to represent the object boundary, a WSN needs to
find the band region covered by the points along object boundary [37]. Based on the
boundary band region, the skeleton of the region can be found to represent the object
boundary.

In the field of computer vision, the deformable curve model, also known
as the SNAKE model, is generally used to identify objects and object bound-
aries [1, 4, 18, 35, 36]. For example, the deformable curves can identify reconstructed
roads from remote sensing images [1]. Recent studies in WSN have changed the fo-
cus onto how to identify complex objects, especially through the object’s spatial
properties. The original SNAKE model was also extended to support identifying and
tracking multiple 2D objects in image and video [21, 27]. Most models require a cen-
tralized analysis of vertices and edges on the deformable curves. For example, in [21],
vertices that are not located on the object boundary need to be removed. The remained
open curves are reconnected through a centralized analysis. Based on a simple rec-
tangle boundary representation, the emerging of an object can be identified through
the shape matching [36]. For example, the emerging of a gas leak can be identified
by the pyramid shape. Combining the tracking of deformable curves with identifying
2D objects gives us the motivation to extract complex spatiotemporal properties of
2D objects in the network. Except for the identification of a 2D object, we want to
know where, when and how the 2D object evolves in spatiotemporal spaces. In [16],
we have presented the initial work on applying the SNAKE model in WSN.

9 Conclusion and future work

We developed a distributed algorithm of tracking 2D objects in WSN. Based on the
revised SNAKE model, our tracking algorithm maintains the deformable curve by
exchanging messages around nearby sensor nodes. Furthermore, our tracking algo-
rithm can track multiple objects and complex objects. Our simulation results showed
that the maintenance cost of our tracking algorithm is relaxed and linearly scaled by
the number of vertices on the curve. Based on the in-network tracking of deformable
curves, many useful abstract information can be generated based on the in-network
aggregation. We also presented several aggregation variations to suppress local partial
aggregation results and further reduce the communication consumption. Our experi-
ments verified the effectiveness of combining these types of aggregation operations
with suppression techniques.

We will implement our tracking algorithm in real WSNs, and use more complex
phenomena to test it. Our future research also needs to provide a more robust imple-
mentation of the proposed tracking algorithm for the failure-prone WSNs.
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